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# OPIS ALGORYTMU

Algorytm Floyda-Warshalla korzysta z tego, że jeśli najkrótsza ścieżka pomiędzy wierzchołkami *v1* i *v2* prowadzi przez wierzchołek *u*, to jest ona połączeniem najkrótszych ścieżek pomiędzy wierzchołkami *v1* i *u* oraz *u* i *v2*. Na początku działania algorytmu inicjowana jest tablica długości najkrótszych ścieżek, tak że dla każdej pary wierzchołków (*v1*,*v2*) ich odległość wynosi:

![d[v_1,\,v_2]=\begin{cases} 0, & \mbox{gdy}\ v_1=v_2\\ w(v_1,\,v_2), & \mbox{gdy}\ (v_1,\,v_2)\in E \\ +\infty, & \mbox{gdy}\ (v_1,\,v_2)\not\in E\end{cases}](data:image/png;base64,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)

Algorytm jest dynamiczny i w kolejnych krokach włącza do swoich obliczeń ścieżki przechodzące przez kolejne wierzchołki. Tak więc w *k*-tym kroku algorytm zajmie się sprawdzaniem dla każdej pary wierzchołków, czy nie da się skrócić (lub utworzyć) ścieżki pomiędzy nimi przechodzącej przez wierzchołek numer *k* (kolejność wierzchołków jest obojętna, ważne tylko, żeby nie zmieniała się w trakcie działania programu). Po wykonaniu |*V*| takich kroków długości najkrótszych ścieżek są już wyliczone.

# OPIS ZADANIA

Moim zadaniem było stworzenie programu, który w wyniku podania określonego pliku wejściowego, tworzył by plik wyjściowy. Plik wejściowy, jest opisem tekstowym grafu. Plik wynikowy jest to rezultat algorytmu Forda-Warshalla, który podaje nakrótsze ścieżki w grafie.

# PLIK WEJSCIOWY

Format pliku wejściowego:

x1 x7

7

1

x1 x2 9

x1 x5 9

x2 x3 7

x2 x4 3

x3 x4 4

x3 x7 6

x4 x7 9

x4 x6 2

x5 x4 3

x5 x6 6

x6 x7 8

# PLIK WYJŚCIOWY

Wynik:

k= 1

0 9 \* \* 9 \* \*

\* 0 7 3 \* \* \*

\* \* 0 4 \* \* 6

\* \* \* 0 \* 2 9

\* \* \* 3 0 6 \*

\* \* \* \* \* 0 8

\* \* \* \* \* \* 0

k= 2

0 9 \* \* 9 \* \*

\* 0 7 3 \* \* \*

\* \* 0 4 \* \* 6

\* \* \* 0 \* 2 9

\* \* \* 3 0 6 \*

\* \* \* \* \* 0 8

\* \* \* \* \* \* 0

k= 3

0 9 16 12 9 \* \*

\* 0 7 3 \* \* \*

\* \* 0 4 \* \* 6

\* \* \* 0 \* 2 9

\* \* \* 3 0 6 \*

\* \* \* \* \* 0 8

\* \* \* \* \* \* 0

k= 4

0 9 16 12 9 \* 22

\* 0 7 3 \* \* 13

\* \* 0 4 \* \* 6

\* \* \* 0 \* 2 9

\* \* \* 3 0 6 \*

\* \* \* \* \* 0 8

\* \* \* \* \* \* 0

k= 5

0 9 16 12 9 14 21

\* 0 7 3 \* 5 12

\* \* 0 4 \* 6 6

\* \* \* 0 \* 2 9

\* \* \* 3 0 5 12

\* \* \* \* \* 0 8

\* \* \* \* \* \* 0

k= 6

0 9 16 12 9 14 21

\* 0 7 3 \* 5 12

\* \* 0 4 \* 6 6

\* \* \* 0 \* 2 9

\* \* \* 3 0 5 12

\* \* \* \* \* 0 8

\* \* \* \* \* \* 0

k= 7

0 9 16 12 9 14 21

\* 0 7 3 \* 5 12

\* \* 0 4 \* 6 6

\* \* \* 0 \* 2 9

\* \* \* 3 0 5 12

\* \* \* \* \* 0 8

\* \* \* \* \* \* 0

Macierz wynikowa

0 9 16 12 9 14 21

\* 0 7 3 \* 5 12

\* \* 0 4 \* 6 6

\* \* \* 0 \* 2 9

\* \* \* 3 0 5 12

\* \* \* \* \* 0 8

\* \* \* \* \* \* 0

# UWAGI